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| Tarea integradora |
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| Santiago hurtado Solís, Sebastian Morales, Cristian Morales. |
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| --- |
| Sebastian  [Fecha] |

**Objetivos**

**Unidad 3: Algoritmos y Estructuras Recursivas**

OE3.1. Calcular la complejidad temporal de algoritmos recursivos.

OE3.3. Resolver ecuaciones de recurrencia que sean resultado del análisis de complejidad temporal de algoritmos recursivos.

OE3.5. Aplicar la técnica de diseño de algoritmos Dividir y Conquistar en la solución de problemas.

OE3.6. Utilizar estructuras recursivas de datos para representar la información del modelo de datos cuando sea conveniente.

OE3.7. Evaluar la utilidad del concepto de orden en un árbol binario de búsqueda para la solución de problemas.

OE3.8. Evaluar la utilidad del concepto de balanceo en un árbol binario de búsqueda para la solución de problemas.

OE3.9. Desarrollar estructuras de datos recursivas ABB.

**Opcional:** OE3.10. Desarrollar estructuras de datos recursivas R & N.

OE3.11. Desarrollar estructuras de datos recursivas AVL.

OE3.14. Desarrollar las pruebas unitarias de cada una de las estructuras de datos recursivas implementadas.

**Gestión Eficiente de Base de Datos de Personas**

**Enunciado**

Después del excelente rendimiento en sus trabajos académicos previos, sus profesores de algoritmos los han recomendado a diversos profesores de la Facultad de Ingeniería, para que trabajen en sus proyectos de investigación. Su equipo ha sido contratado para una monitoría en un proyecto de investigación interna de la Universidad, como parte del Equipo VIP de Simulación[[1]](#footnote-1).

***Generación de los Datos***

El sub-proyecto que le ha sido asignado, consiste en el desarrollo de un **prototipo de software que permita gestionar eficientemente las operaciones CRUD sobre una base de datos de personas de nuestro continente.** La población del continente americano se estima, en 2020, en poco más de mil millones de personas[[2]](#footnote-2), representando cerca del 13% del total mundial. Por tanto, usted debe **simular la creación de** (generar) un número similar de registros de personas, para este continente, con los siguientes datos: código (autogenerado), nombre, apellido, sexo, fecha de nacimiento, estatura, nacionalidad y fotografía.

Usted debe desarrollar un programa que lleve a cabo la generación de todos estos registros de personas de acuerdo con las condiciones que se detallan a continuación. Los datasets que el programa utilizará como entrada para generar los datos de las personas deben ser descargados a un directorio del proyecto (/data).

Para la generación de nombres completos, se deben tomar los nombres de este [dataset de nombres de data.world](https://data.world/alexandra/baby-names). Los apellidos se deben tomar del archivo completo (el archivo pequeño -1000- debe ser ignorado) de este [dataset de apellidos de data.world](https://data.world/uscensusbureau/frequently-occurring-surnames-from-the-census-2010). La combinación de todos los nombres con todos los apellidos debe producir la cantidad (o similar) de personas que deseamos.

La fecha de nacimiento debe ser generada aleatoriamente, suponiendo una distribución de edad para toda América basada en [esta distribución de edad de Estados Unidos](https://www.indexmundi.com/es/estados_unidos/distribucion_por_edad.html). La distribución de la población en sexo indicada en el enlace anterior puede ser ignorada, y se puede asumir una cantidad igual de hombres y mujeres.

La estatura debe ser generada aleatoriamente en un intervalo que tenga sentido. La nacionalidad debe ser asignada a cada persona, generada de tal forma que se mantengan los porcentajes relativos de población de cada país respecto del continente de acuerdo con [estos datos de población por países](https://www.kaggle.com/tanuprabhu/population-by-country-2020) (se puede también asignar exactamente la misma población de cada país, y si hay diferencia en el total, dicha diferencia -positiva o negativa- puede quedar en el país con mayor población).

Usted puede filtrar el dataset para dejar en el archivo únicamente los registros de los países necesarios. Su programa debe basar los cálculos en el archivo y no en condicionales por país quemados en el código (hardcode).

**Bonus:** La fotografía debe ser generada aleatoriamente de este sitio: <https://thispersondoesnotexist.com/> sin importar que su imagen no se corresponda exactamente con su edad, sexo u otros.

El programa debe tener una opción para empezar a generar los datos siguiendo las especificaciones anteriores. Debe tener una barra de progreso si el proceso tarda más de 1 segundo en terminar, y debe indicar cuánto tiempo se demoró la operación. La opción de generar debe tener un campo de texto en el cual se pueda digitar cuántos registros se desea generar. Por defecto, debe estar en el campo el máximo valor posible.

Una vez los datos se generan, debe haber una opción para guardarlos en la base de datos del programa, y así poderlos consultar posteriormente. Todos los datos del programa deben ser persistentes (es decir, si se cierra el programa, deben seguir allí una vez se inicie nuevamente).

Responda este par de preguntas: (1) ¿Es posible serializar los datos generados? (2) ¿Cuánto pesa el archivo serializado, cuando se persisten los datos, al generarse el número máximo posible de registros?

Los datos generados son posibles de serializar, el archivo serializado depende de la cantidad de usuarios que se generen, pero si se generan con las imágenes un par de gbs aproximadamente, y los datos se persisten cuando se cierra el programa.

***Operaciones CRUD***

En programación, se conoce como CRUD (Create, Read, Update y Delete) a las cuatro funciones básicas del almacenamiento persistente[[3]](#footnote-3). El programa desarrollado por su equipo debe tener la posibilidad de llevar a cabo cualquiera de estas funciones. Por tanto, la interfaz con el usuario deberá contar con un formulario para agregar a una nueva persona, otro para buscar a una persona por los criterios mencionados más adelante y uno más para actualizar los campos de una persona existente. Este último formulario debe también tener una opción para eliminar a una persona.

Crear, Actualizar y Eliminar

El formulario para agregar debe tener todos los campos requeridos (menos el código, que es autogenerado) para la información de una persona y la opción de Guardar.

El formulario para actualizar una persona, debe tener todos los campos editables (menos el código, que no se puede actualizar) de información de una persona, cargados con su información actual, la opción de Actualizar (para guardar los cambios, si hubo) y la opción Eliminar (si se desea eliminar a esta persona).

Buscar (la estrella de la solución)

El formulario para buscar debe tener la posibilidad de realizar la búsqueda por cualquiera de los siguientes criterios, de forma excluyente (es decir, buscas por un criterio o por otro, pero no por varios al tiempo):

|  |  |
| --- | --- |
| 1. Nombre 2. Apellido 3. Nombre Completo (Nombre + “ ” + Apellido) 4. Código   El programa debe permitir que, en la medida en que se digite los caracteres de búsqueda en el campo (para los criterios 1 a 3), vayan apareciendo en una lista **emergente** debajo del campo, máximo 100 (parametrizable) criterion de la base de datos, que empiecen con los caracteres digitados hasta el momento. | *Ejemplo de la búsqueda y la lista emergente* |

Para cada una de las cuatro búsquedas, usted debe mantener un árbol binario de búsqueda autobalanceado y persistente. El árbol debe ser implementado completamente por su equipo de desarrollo.

**Bonus:** si uno de los árboles binarios de búsqueda autobalanceado es un Árbol Rojo y Negro.

Mientras se hace la búsqueda, debe mostrarse al lado del campo donde se digita la cadena, un número que indica la cantidad total de elementos que hasta el momento coinciden con el prefijo digitado.

En el momento en que haya 20 (parametrizable) o menos elementos que coinciden con la búsqueda, debe desplegarse un listado con los registros que coinciden y un botón al lado de cada registro con la opción de Editar, que nos llevará al formulario con la posibilidad de modificar o eliminar ese registro.

El programa debe tener el diseño e implementación de pruebas unitarias automáticas de las estructuras de datos implementadas y de las operaciones principales de las clases del modelo.

El programa debe contar con una interfaz gráfica con el usuario, tener un componente menú en la parte superior de la ventana que permite cambiar todos los elementos de la ventana cada vez que se esté trabajando en opciones diferentes. Es decir, **no** se desea tener una ventana llena al mismo tiempo de elementos que se usarán en momentos diferentes.

**Entregas**

Usted debe entregar los siguientes artefactos en las condiciones indicadas:

1. **[15%]** Desarrollo completo del Método de la Ingeniería.
   1. La etapa 1 debe incluir la Especificación de Requerimientos Funcionales.
   2. En las etapas 3, 4 y 5 se deben concentrar en el problema de cómo generar sugerencias al digitar texto.
2. **[25%]** Diseño.
   1. **[20%]** Diseño completo del diagrama de clases, incluyendo, las estructuras de datos, el paquete del modelo, de la interfaz con el usuario y pruebas.
   2. **[5%]** Diseño de los casos de la única prueba, incluyendo los escenarios.
3. **[50%]** Implementación.
   1. **[15%]** Implementación completa de las estructuras de datos y sus pruebas.
   2. **[35%]** Implementación completa y correcta del modelo, la ui y las pruebas.
4. **[10%]** Usted debe entregar el enlace del repositorio en GitHub o GitLab con los elementos anteriores. Su repositorio debe corresponder con un proyecto de eclipse. Cada integrante del equipo debe tener al menos 10 commits con diferencia de 1 hora entre cada uno de ellos. En el repositorio o proyecto de eclipse debe haber un directorio llamado **docs/** en el cual deberán ir cada uno de los documentos del diseño.
5. **[5%]** **Bonus** de la imagen de la persona.
6. **[10%]** **Bonus** de Árbol Rojinegro (incluyendo diagrama de clases, implementación, pruebas y uso en el modelo).

Los requerimientos funcionales, el diagrama de clases y el diseño de casos de prueba deben entregarse en un mismo archivo en formato **pdf**, bien organizado por secciones y títulos, con hoja de portada.

**Importante:** su repositorio debe ser privado hasta la hora y fecha de entrega, después de la cual usted debe hacerlo público para que pueda ser revisado y compartido a la comunidad que estará ansiosa de conocerlo!.

**Nota:** La rúbrica con la que se evaluará esta tarea se encuentra en el listado de notas de seguimientos y tareas integradoras en la pestaña TI2. Se recomienda revisar la rúbrica con la que será evaluada su entrega.

# Método de la Ingeniería

1. IDENTIFICACIÓN DE NECESIDADES Y ESPECIFICACIÓN DEL PROBLEMA
   * **necesidades del problema**

En el siguiente programa se identificaron las siguientes necesidades:

* + - Manejo de grandes cantidades de datos.
    - Búsqueda sensitiva o filtrada de los datos
    - Cálculo de datos por países de américa latina.
    - Ejecución de las operaciones CRUD en los registros de datos.

Agregar nuevos usuarios.

Editar información de los usuarios existentes.

Eliminación de usuarios existentes.

* + - Manejo de una interfaz gráfica completa, e intuitiva en el manejo de las operaciones.
    - Guardar la cantidad de datos generados aleatoriamente.
    - Generación de gran cantidad de datos.

**REQUERIMIENTOS FUNCIONALES**

El sistema debe permitir:

1. Generar n cantidad de registros de usuarios, donde cada usuario debe tener código, nombre, apellido, sexo, fecha de nacimiento, estatura, nacionalidad y una fotografía que acompañe el registro del usuario.

* Crear un código auto generado para cada usuario, junto a su fecha de nacimiento.
* Generar la estatura en un intervalo determinado.
* Generar automáticamente la nacionalidad de los usuarios, donde aparezcan los países correspondientes a Latinoamérica tales como Colombia,Argentina, Brasil,Ecuador, Venezuela, Uruguay , Paraguay, perú, chile y Bolivia. La nacionalidad de cada usuario debe ser generada de tal forma que se mantengan los porcentajes relativos de población de cada país.
* Generar una foto aleatoria para cada usuario.

1. Mostrar una barra de progreso si el proceso tarda más de 1 segundo en terminar, y debe indicar cuánto tiempo se demoró la operación. La opción de generar debe tener un campo de texto en el cual se pueda digitar cuántos registros se desea generar. Por defecto, debe estar en el campo el máximo valor posible.
2. Guardar los datos generados para consultarlos después. (Persistencia)
3. Agregar y guardar un usuario con nombre, apellido, sexo, feha de nacimiento,estatura, nacionalidad y una fotografia que lo identfique, ademas este usuario debe tener un codigo el cual es autogenerado.
4. Editar y guardar los datos de un usuario ya existente, los cuales se pueden actualizar todos , menos su código.
5. Eliminar un usuario que ya existe.
6. Buscar un usuario por un único criterio, ya sea por nombre, apellido, nombre completo y código.
   * Además esta búsqueda debe permitir que en la medida en que se digite los caracteres a buscar, para los criterios de nombre, apellido o nombre completo, vayan apareciendo en una lista emergente, máximo 100 elementos de la base de datos, estos deben empezar con los caracteres digitados, mostrando las coincidencias.
   * Se debe indicar la cantidad de elementos que coinciden con los caracteres digitados.
   * Cuando se realice la búsqueda, debe mostrarse al lado del campo donde se digita la cadena, un número que indica la cantidad total de elementos que hasta el momento coinciden con el prefijo digitado.
   * En el momento en que haya 20 (parametrizable) o menos elementos que coinciden con la búsqueda, debe desplegarse un listado con los registros que coinciden y un botón al lado de cada registro con la opción de Editar, que nos llevará al formulario con la posibilidad de modificar o eliminar ese registro.
7. El programa debe contar con una interfaz gráfica con el usuario, tener un componente menú en la parte superior de la ventana que permite cambiar todos los elementos de la ventana cada vez que se esté trabajando en opciones diferentes. Es decir, **no** se desea tener una ventana llena al mismo tiempo de elementos que se usarán en momentos diferentes.

**REQUERIMIENTOS NO FUNCIONALES**

1. Implementar un árbol de búsqueda persistente y auto balanceado
2. Los registros de los usuarios generados deben guardarse en una carpeta data/set.
3. Implementar un árbol de búsqueda persistente y auto balanceado.
4. El programa debe tener el diseño e implementación de pruebas unitarias automáticas de las estructuras de datos implementadas y de las operaciones principales de las clases del modelo.
5. El árbol implementado debe ser de tipo avl, en su caso opcional rojo y negro.
   * **Definición del problema**
     + El equipo VIP de simulación, requiere un software que le permita simular una base de datos de todas las personas residentes en Latinoamérica, donde en la base de datos se puedan desarrollar las operaciones crud.
6. Recopilación de Información
   * Con el objetivo de encontrar una manera óptima de almacenar datos y entender el concepto de arboles auto balanceado, se ha idecidido buscar informacion sobre su funcionamiento y propiedades para comprender mas claramente como funcionan y porque son utilies en el caso, ademas de investigar tambien sobre el arbol rojo-negro, el cual es el recomendado para desarrolar este proyecto.
   * ***Definiciones***
     + En [ciencias de la computación](https://es.wikipedia.org/wiki/Ciencias_de_la_computaci%C3%B3n), un **árbol binario de búsqueda auto-balanceable** o **equilibrado** es un [árbol binario de búsqueda](https://es.wikipedia.org/wiki/%C3%81rbol_binario_de_b%C3%BAsqueda) que intenta mantener su *altura*, o el número de niveles de nodos bajo la raíz, tan pequeños como sea posible en todo momento, automáticamente. Esto es importante, ya que muchas operaciones en un árbol de búsqueda binaria tardan un tiempo proporcional a la altura del árbol, y los árboles binarios de búsqueda ordinarios pueden tomar alturas muy grandes en situaciones normales, como cuando las claves son insertadas en orden. Mantener baja la altura se consigue habitualmente realizando transformaciones en el árbol, como la [rotación de árboles](https://es.wikipedia.org/wiki/Rotaci%C3%B3n_de_%C3%A1rboles), en momentos clave.
     + En [matemáticas discretas](https://es.wikipedia.org/wiki/Matem%C3%A1ticas_discretas), **Rotación de árboles** es una operación en un [árbol binario](https://es.wikipedia.org/wiki/%C3%81rbol_binario) que cambia la estructura sin interferir con el orden de los elementos. Un árbol de rotación se mueve hasta un nodo en el árbol y un nodo hacia abajo. Se utiliza para cambiar la forma del árbol, y en particular para disminuir su altura moviendo subárboles más pequeños hacia abajo y subárboles más grande, lo que resulta en un mejor rendimiento de muchas operaciones de los árboles.
     + ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfQAAADICAYAAAAeGRPoAAAtJklEQVR42u2dB7gU1fnGh3ppglLlIqJoAAVBsSEgKooCGguxISJq/mIhChojFppYQaNBqRo1sRFailGjYkHpCNhFihUbFgQEFUXP//tm3uEe1r27s7O7d2d339/zvA/c2TNnzrcz+31zuuMQQgghhBBCCCGEEEIIIYQQQgghhGQZ4zgNRceLRommihaKPhatF22D1uOYfvaoaKSot6gBv0FCSAQ9W0PR8aJRoqmihaKPRetF26D1OKafPSoaKeotol8jeRXE24qGi5aJTBr6RbRUNEy0L79ZQkgOPVtb0XDRsvTcmvlFtFQ0TES/RiIZxKuL+ovmxzy9m0VzRGNEZ4u6iEpFu4iqQPr/ZqKuSDNW9KJoS0xec0X99Fr8xgkhFeDZxNeY/qJ5MUF5s2iOaIzobFEXUaloF1EVSP/fDJ9pmrGiF0VbYvKaK+rnXYuQ3AbyqqLzRO9bT+g3onvQbF4jjbxroLn+XtEGK//3RAP0ZYB3gBCSBc9WVXSe6H0r8H4jugfN5jXSyLsGmuvvFW2w8n9PNMB7GSCk4oN5Z9GbVqB9Q3S+qFYWrlVbdIHoLet6r4s68U4QQjLobTqL3rACrf7/fFGtLFyrtugC0VvW9V4X0a+RCgvkNUXjRT/jCVwtOktUuQKuXRnN8mtwbS3DXem0BBBCiLiTmqLxop8RWFeLzhJVroBrV0az/BpcW8twV3otAYQkD6gtREsQTH8U3ZqLYIrmeB05/wPK8opob94hQkgIj9JCtATB9EfRrbkJpm5z/CjRDyjLKyL6NZKVIHoU+sf1SVspah+BMnUQrbL67o/knSKEpOBFjkL/uLqRlaL2EShTB9Eqq++efo1kNHD2sWrDs0R1I1S2uiiTlu170cm8Y4SQAN6jj1UbniWqG6Gy1UWZtGzfi+jXSEYC5qlYAEafrHEV0VceooyV0ZduUNY+vHOEkARe41QsAKNuY1zF9JWnXMbK6Es3KCv9GkkrUHa3auYj86C8o62a+pG8g4SQOJ6iu1UzH5kH5R1t1dTp10io4NhKtBEB8s48KrdfU9/AgXKEkBgP0Uq0EQHyzjwqt19T38CBciTVoFgL87z1CZouqpRHZdfm95nW6HdO/SCEON5ccneet7qH6aJKeVR2bX6faY1+p18jgYPiJATEFaI6eVj+utbo97t5Rwkh4g4mISCuENXJw/LXxUh8tYF+jQQKhl2wYIv2nbfLYzv2x1z5n7miHCFF79m6YsEW7Ttvl8d26JS2rbCFfo0kDIJVreVcR2Uw6xJRT5G8ITtLRF+IfoS+wLGJSFOSQXtugi2vce13QorWs+na7G+iZpv3fk1suBG2vMa130miAHg+AqA2V2fiASzFw77Jyz6QNuKcphmwp4a1TOw5vMOEFKVnOx8BUBdryXu/hhXl/GVi6ddI3OBXDTuZ6VNyZprZ6YANeYt0tuBh/kW0VDRc1FXURFQNaoJjI0TLrB/AZtFoJ81BbdjW1WBHOG5RSEhxebbq2MlM3UDB+DVs62qwIxz9Gik38L2e5uIx+ga62Hrgp4lapXB+a9F0nKt5LEznrRZ7rr8N2/ryThNSVJ7tHGvXtILxa9hz/W3YRr9GfhX45iPonZ9GNh1EH+OBXS06OI28DhW9i7zWOmmsHS8ZXAjbXuSdJqSoPNt8BL2C82uSxYWwjX6N7BDw2lobnITd93dXPKD6oM4VNcpA0eqLnkOen4iahbSvjrVIThvecUKKwrO1tTY4qV1ofs2berd9kRz6NbI94A1HsLsnZBY1nbLmqOcdrw8pU2j/0AtOWTNVjZA23gcbr+EdJ6QoPNtwBLuC9Wty+v2w8Vreb+IHu+UIdr1DZnGjU9Yc1SBBuhaim0ULHK8J6xP8XweJlCY4r6FT1kx1fUgbT4SNi3jHCSkKz7YcwS7bfi0safs1OfVE2LiY95vok9RA9ItoS8ipahqIddSnDvZI1Ld0huh7PLwrRDNFM0Rv4ti3ohMSnN8J19B0u4awsyY2bdGFZnbmnSekoD2bBGAj/sJsCTlVLahf00DfMkapbMOall/DcrbfY6EZ+jUGdOd41FznhMxiMgLytARpDsdD+6Xo6HI+Xyf6SdQxQT4zcK0JIW2dB1uP450npKA92/GouWbTrynjnPjzzj9ADT/ImKS0/Jo18I9+jQHdGYUgd2uI0/XNdyOCdaIpHK8hTfcEabohzYIEadogzQYnxJxysfE22DqCd56QgvZsoxDksunX7IA+RjRQNMTxdqf8zCnre082XS4tvyaXuQ220q8xoDtTEeTODnF6Lzy0LydI084pGyGajLlIm+hHtBxpjgth6wDY+hDvPCEF7dmmIshly6/FBvQuMce1Zv4KPjshQD6h/ZqcNgC20q8xoDuLEeQ6hzh9Eh7C4QnSDEKaIG+PI5B2YII0I52QzVNyUjfYOp93npCC9myLEeSy5deSBXTlInx2U4B8Qvs1Oa0bbKVfY0B3PkGQ2y3E6UvwEHZNkOYGpOkXIL9+TvIRn92QZlEIW/eArR/yzhNS0J7tEwS5bPm1IAH9bHx2Y4B8Qvs1OW0P2Eq/xoDubEKQ2ynE6V/iIWwS4IHvEyC/Pkh7Z4I0TZFmXQhb68PWr3nnCSloz7YJQS5bfi1IQJ+Cz04JkE9ovyan1Yet9GtFHswribZh2lqYbfi24iFMNJDDb0Y/N0B+5yLt0ARpSpDmhxD2VkdA38q7T0jBerZKom2YtpYtv1ZeQNe+8/aolPwsej1gPqH9GjagMd4+6aTYg/o2BLlsPfh+kB4bIL8xTvLm+XQCegls/YF3npCC9mzbEOQqKqDrVqrfOjtOXdM11ncPeM10AnoJbKVfY0Df3uReJ8TpQZqmdIEGnZKhi8lUSpBOP3sbaZsnSJdOk/subHInpCg8m9/kni2/FhvQ/+N4Tew6AG6w423okgrpNLnvwiZ34ge5TxHkwmwQ4K9znGzwyBNIl2jHo3OsH0Yi/MEjC0PY2gK2fsQ7T0hBe7ZPEeSy6dfsgN4lzQKH9mtyWgvYSr/GgL592tphIU6f6ASbkraX4y3UoE1ZVzg7tgboLkiXOV5T03rRnknyGoVrjg9hK6etEVIcns2ftpZNv5bJgB7ar1nT1ubxvjOg/wNBrl+I03viIVwWIK0OFHkP6TWwvwP5/VWrRAcEyOdVpO8Rwtb+sPUR3nlCCtqz+QvLZNuvZSqgh/Zrclp/2Eq/xoC+fenXMSFOt5dIbB0gfVXHm5p2l+M1rfsbs7zkBBuAsg/Sh1369XYu/UpIUXi2UQhy2fZrmQjoafk1OfV2Lv1K/CDXO83NWfzmqekhztX9hhfi/JEB0s9yMrM5y7G884QUtGfrnebmLEH9WiYCelp+zWtqd22lX2NAdxpiHvpmUY0QWejozM14mz00xPm6ZeAHeKCvTpCus5P+9qnfwdZdeOdDPy8tRcdAR4vahlyUKEo21bZsUh1i4jxjcqy96PpUp3hK+suNt3Uwqbi72hDz0MU3mWz6NX/71BohC5qWXxPbpFJkvoOt9GvEdThLUXM9PmQWoxGQ3xU1DHG+buDyseMNiusf53PN8/0UavLxbDwJNi7iHU/rWfG7aGz9KLrPeE2VqebXznjjK8KU5VhRowzY1CaOTaplon2tdEN0DYNUXwhTCeghx7KQ+N/mUtzKXPm1ZKTt1+TUk2Aj/RrZ7kSGw4HdGzILfTv1m851h6JqGSye9iktRd46Oj1M0OiIgKM2Xss7nnZA3xDTwvNHtHxcFyK/R0VXhjhPVzn8WHRQBgN6L/xdS3SUTm8UvRGTducQ+QcK6JKmlfFqaiQzT+twBDvxa6Zjofk12HgfbKRfI9sdyb5waBuMN40sDNpc9AUe0K9EjTNQtAYxeZaGtG++aCNsbMM7nrmAbh1fIHo65thOooHYh/4647XE+J9VFv0Wz9wMpBsQc+7pOoAR6mF9pgH3KtzPm3Dusdbn1XDuLaJhxht0FDigW8cvw/H61u9kYEyayrjWbbjWXqI9RafFBPQtKFdflEuP7WmlKcXLzQ+wZ6D9fZFQT+u+CHYb0pjSFVm/5q1TbzbCRvo1soNjmgvn9X9pZPOsU7bsoTZTdUojr85Wc5Rqdki7WsNJqm0vwKnuyTue8YA+xx5YidrmWmi66CXRzxrI8HlzHP9J9Br+/4B1vq6PsEL0sOhfWKJ4ND47TjQb93Q2zr3SCvb6LK8T/V30HLoETgsR0C/C8ab4+2LjPYt2K8FM5P+46L+ir1Det2IC+tf4jhbptEnRaq21+y0M8u8V+B5+gj2q3nziQj+p8hs3UqM2c8uWRTWtC8WvwcaLYdsLvN8k1qmdBef1Zsh13fVN9kfRT443f1MfVh3sMcMJNqXNR980Z+FczWOJlW9pCLuGWX2iK0XvmuDrK5MAAR0BVgPRYOvYi9pcLaoXU+PVwNzBOvZtvCZ3E9NnKX+PNV6txv/7INzTg+KU70t7UJv8fwICbUnQgK7nI8AutI7FBvRTcN6Z1rF2CPCxAd34LyQ4VoJn8UHr2JVscs/Ykyq/cSPB16y0hkUMKxS/5q1Rb1bArjN4v0msU9Oa6xo8+f1DZHEdHtSZjtf3pHuab7beRJc73sCPbviRlED6/yMcb6WkV6z03yJ9iVM2rePaEHa9bgX0t0MucUt2DJjbMJBS9QGak0dr8zPS1EGf+kVxnjGtqd6aLKAneOEsSRLQ3zEx03/k7y5I2zlJQF8Nm95Cq86T9vMSJ6BPEr1vYvYoQG09XkBvHpNOWxDmMaBn7WmVe2fesAL664Xi1+S0AbBpjdcSQcivHds5ePLvSfFUdWhr8HAeF/N2q851g7PjLkSJpGl1+UN7Y4Tj8JmuNFc5RZvW++u3+02nJO2Ark3FQ6ElopftVh1M79Lv/Og452va6YkCOpqy+4meQcD8wXopq1leQMd5W8sZsa46KUlAvx82/RW17HYx6WIDugb82XHyGx8noG8zMc+u/D3FeDU1BvTsPbGNRR/iEVhfKH4NA/2Mt0ocIfEdWxUTaunBpA+mjug8Fg+0Tq/QHYW2QutwbDzSVE/hh5XMnjYI6Nry0IR3OGMB3R7lvh+a2wdZx9ohQPaOc742w09NEtCHYc2AC7R7RFRVdHaygI7j2lpwF+bLx6p2koDey/odLEe/f6UEAf3f8RZkwvVjA/r3cdIxoFfMU9sAzdPfpNiPHkm/ZtnVI+T2sIQkJI2mo1BNX0GDzzD0m9fjLcpOQMexu0Xf+P3WGJi2OXaJXWxfq7X7a6xjun3vVTHptGvk/phjI2ICekf8fUicFoCnUrQpXh96V3QbnJsgoN8h+tzETGfS64cM6Dowbgufsqw8ufUQ1K/Ld79GSDaxB42URuk68iu5NOQ+7yS1gF4fA9Eeto79Bcf8Udw1RA8hgNv90isxKtyuCS9C7bga/t4fo9btgF6KgHt5TFkGIJ0uAlMVx2omGjGeYJS7jkb/wpq2FhvQD0MZRvnlx1LK20IG9L4oxwF80rLy9IovMJfmu18jJJtU5BtmSm/MsYOVSHYCOo5fhODW3Qqij+DYZ+jb/jS2X12nSWI6m6b53AqKmzEy/X0sIHO6HdCR7kHkr2n+Yx2/Fi0BW1GD1jQrQgT0ZugSmBIvoOPYn9DlsB7BfwXsDhPQd7IG5L1rt2SQjD3BlfLdrxGSLdLsA0qZNAaRkAwFdG023yPO8Srop24Uc7yFLimMkeblTRvTfvKeds1U88F0uCP8PQaQv12Tr4Q+/F6xZdJuFtGReDlom+jlDqPvNe9acT5r6uct/9Y13rrd8dKojZ3R36/T5JbGlGXPOOc1jJ11gZaMTljWlmtz068RUmFU9INY0T80QlJ94amMAXVT+W3Qr9GvkXwiF01FHERCohK8G2Au+emonXdDN4DhKm/0a/RrJJ/I1WAODiIhUQnotRHQ38N0ua8xoO9Mfjv0a/RrJJ/I5RslB5EQQujXCMkAue7z4SASQgj9GiEF8OBxEAkhhH6NkAwQhaYhDiIhhNCvEZIGURm8wUEkpOjBAj49uSIi/Roh+f4GyUEkhEHdmza3UfduF92pC+nwW6FfIyQRBzvR6+OJ7fM6mLcprsM3VNHpbewG15e1d/o1QmLR9ayHONEahWn/EIegjIQBnWJAp18jJAFPij7DQzZZdLuTW0dRB2WYgjJ9hjISUmwvbGfohjnYoe420b78VujXCEnEAtEv0CZRlwiUScuw0SrXAt4mUmTBnIPi6NcISZlP8Maooy+jNFjjapRJy/YxbxMhhH6NFAO6fWVP0STH24f5C8ebIvEj/q/HJiJN7FaXm/BwLYqgXfNRtk0ZtJcQQr9Gv0YiRyluvv/wBtFGnNPU8faJXit6x4lm056WbyXKWCsD9hJC6Nfo10ikqCG6UbQFN1f7Y5aKhou6ipqIqkFNcGyEaJn1QGwW3Y0Ho3WEbW0l2iCakAF7R+O7I4TQr9GvkZyjb2SLrQdgGh6OoOhDPh3nah6rIv6Wp2Vbk0F7F/KtlhD6Nfo1kms6ON5ACr2Bq530FiY41PHmZ2pe2vTTPuL2rsmAve9G3F5C6Nfo1+jXioBdccP0xs0VNcpAnvVFzyFPHRXajPYSQvg7p70ke9R0ypqjnne8PpVMUV30glPWbFOD9hJC+DunvSQ73OiUNUc1yEL+DZ2yZpvraS8hhL/znNnbQnSz4y088zFq3fp/HfxWSr+W3+gN1FGQOvghUV+LPiAtY1Q3het0wjW+dbxmoajbG8seoiNEJ4s6ixrnib1ZxNQR9RTV5M+I5Klfs9G51weKditgv3aG6HsE5RWOt0vcDNGbOKZ2nFDcfi2/mYwbOS1JunFO/PmKH+DNsFaAa83AORPywF4fDeBL4tj9s+hFx+tfirK9mQ7i+4rk7d68INogOo0/IZLHfs1mAM5ZnOK18sWvHY5g/KXo6HI+X+d4K811LC6/VhjoG6m/9m+yKQ1+QB8jGuh4u/nc6ZRtUKD9K8l2HGqDa+n8yOoRt1e5BbZpeceKThL1El0kekT0dMTtzVQt/HTRP0TLuRlZMaqg/ZrNS1btNZXR3Pni115Dmu4J0nRzkq8DXwB+rTDphYf35QBp/YAeuwmB1sxfwWcnBMhnuZO7/YNTsfc0pNUVl5qncc1c2suAThVjQE/ld+7TGkFKX9y3wd/ly+88iL3tnLKR78mYi7StCtevFSaTcFOGpxHQHdRY9bObAuQzMofNNUHt1X2FP3S8ZvUOaV4zl/ZmI8Brk/ttopfQ5H4Gf0Ykj/2azxics4/jTdH6ykltPfOo+7VBSDMiQH4jkHZg8fi1wsDvG+6aZkA/G5/dGCCfbk7uNjUIau9hSPdUBq6ZS3srovbOQXEkn/2aUlX0qVXDPQ/nn5Env/Mg9t6ANP0C5NfPST6SvYD9Wv7yJW5KkzQD+hR8dkqAfJoi7boI2/sHpLsmA9fMpb2E0K8l5xSk/wP+1g1XdBT3M3nyOw9ir++/+wTIrw/S3km/ll9sxU0JMrAhNqBr33l73HRtmn49YD4lyOeHCNvrz+fsn4Fr5tJeQujXkvM4zmloHXvI8frUW+bB7zyIvX4z+rkB8jsXaYfSrxV+QN+Et1d7CpdO39q9QB58BnRCisev6TKmOghuRszxHshjVIH4NT9Ijw2Qnz+eoB/9Wn4Rpsn9P47XxK4D4AY7qQ8ay4cm98EB3lDzwV5SEJjaosr8HrLi165D2q8dbxU0X+/juA6OrVIAfq0ULQ66mEylBOn0s7eRtjn9Wn7hr/ub7qC4VPAHUyyMsL3dke6xDFwzl/ZGPVBVFR1j6TBRAWz8YA7wlHY+h4jexvQxqQmZtnxmMvo7r4TgrfOpZ8fRSuTTs0D82hNId36CNOdYFTf6tTxjohN8KkOmAvoo5DM+wvbqpgbfiH4U7ZXH9kY98O1cztxnqUWYQ0PkJw7a9A1ZFqlxmKMyZNf/RBmYIeEG82dEu4s6erV000p0MJ+djPzOj3HKFsuKR0d8Pr1A/Jr6Ml2ARpvor3C8wX8+tUWXOV4T+nrRnvRr+UdP3JRlFRjQX0U+PSJu75VIq1NC6uepvfkS0M/D3zVEnURviT7zavAp12jXhizLVaKHohPQzU74bmKmThlx3uYGPjsZ+Z1PdcrmnpfHcgTARhH+nafi13Qgs7+fu9r1DuT3w68SBWldol+LIPaSga0rIKDv45QtpVo94vZqMHnMKesnUid6Ih7gsxxvZ6JhEbc3zwL69uOn43iMozXdRPK9m1u9QGes79S0EP1bJLULMxBqFRPsL8M69Bd7197+mb5EiFMzi6xzrdqLlsNch+tq2aqlH9A1DzevW0TDdrTVDeYX4ju4C+URR2yOFX0ueqKsnCTk71xf0nWZ13lJ8vIXZLm8QPya79t0apo8W27Tur8xy0sBy0+/lgfNU8malTIR0Gc5uV9dKKi9ig6GudrxthiMtznL3Xlgbz4G9JNx3KopmMmin0SzRTNFX4qkRmLQeuIGRW2i/k40HToCn/UVbUIgvE/0oVeTN/Xw+VTk94F1Lmpk5lxc9ymvBm++Ej2buPUgWUA3tURzRfKiaP4uek70Y9lGN+YS0eP4DuaiPOfg3+9gp/5/Gp+h0L/zy5zk/cmKPiO6i9mKAvJrsejCUAtx/sg88eOkHHS04ma83SXqt/S3Tw27sX1nJxrb7gW1N/aNVgck9UItXQefNMwTe/MsoGuANnNEq0UYXWz6IN3vrHSlInnRMvdax26I3+TuNuXbNe7dRHJvjDUtxw2cMU3u7jU0gF4ZU1vXAP/7NAL6KLxAWM+FmYCXBSw36vabq829Y85dyyb3jPzOG8OfBZ3apmkrF5hfs9Gyf4BAfTX9Wn4zGjfy3QCBKgya5/spvAHS3uIK6PJdmaWiN0RbEFzt5vJ7vYFyvzpfm9+/LastlxfQ4177C9HQJAH9IgTvmK2BzcuJa8dJA/o7XgDf4VgXfBedGdD5O8+RvbqBi7ZG6qC4/vRr+UsNq8lF1zOulsG89Q14KfKe76S24UFF2PtCFuydEzF7ox7QZ3jB1dyJv4+MSfe86L9xzu+H9KVJauit0GT/uugbazT9NUkC+tgEu5A9Hy6guyPxtybI9yQGdP7O6cdJumjzyRe4YbrTUOMM5NkgJs/SiNn7kVO2pWCm7H0OeX4SMXujHNDtJvenMcrdHvD2rDd961fn/x7n71p+QHcHy30t+qfoQG/AmXv8qwAB/Wa0ALSMo9I0auhbMNgtXr61GdD5O6cfJ5ngWads0Jc223RKI6/OVvOManYE7dUpHGuzYK86kP34OIUK6PtggJjVj2fuwOjumP5Ot9b9uVfrdf/WJvhPYtL4o8XrWsfqoQ/dDui6Heyj5bQAtEnRrmQB/eUAo+DLC+gfeS8ahL9z+nGS+M1OF1L5yfHmM+rN08EPusZx6xTyUec3C+f687j9fKP4ZqeDSRZm0N75DgeLpBHQ3eN/Ri22Bf6W79h8j33Y/f7yHkhj7QHtTkfbJtrbOtYX14BTc0eY/y1OQJ+Gvm1rK1h3e1gNoPPLyuIe32/HPv64Af2lOLVvvyVhAMo0xLKn5o7Bu9yAvhij4qvw+eHvnH6clIe/pvFMx+uL0b1wN1tvZrrAgg6E6IaHpgTS/+v0oFGiV6z03yJ9iVM2zeHaiNqeaXtJegG9Hmre1vKT2rfsNp1/hxHiP4sm7Th9zDQUvYc0UjMxgzDCfQEGt61EE/pYr09+h4DeFS8IXyOI728F7zdRzi/wYqF94L9NEtDj9Y8/aaW51srrc7xgrAgQ0E+HLTrl7dMd59MT/s6L2o8ToE2Wa3Czjot529PRuBucX8/DLk+aVpcDtDcKOA6f6QpFUd5kIlP2kmABvTJqrjvF+awxPrM2knCD8+FekCtvzXe3Bt4Fa8PXta5zCM7Dkpamwa+Doc49d2v+h8W8KOhAtg6i45F3kiCqNfG4/eO7xnlxORLlahtja1WcUytO/mK7kd+UOWjHc0iR/87px0mgG6V9l8fiBi9yvJXTtkLrcGw80lRP4UGLKunaSwjh75x+nOSEimhKsZuCCCGE0I+TDGMPoigtgOsQQgj9OP14UVKRb1wcVEEIIfTjJAtUdJ8IB1UQQgj9OCmAG8NBFYQQQj9OskAumk44qIIQQujHSQbJ1eAGDqoghBD6cVIgb1gcVEEIIfTjJAPkug+EgyoIIYR+nBTAjeCgCkIIoR8nGSAKTSUcVEEIIfTjJA2iMpiBgyoIIYR+nBTIGxUHVRBCCP04SZGDnej1ecT2AR3M20QIIfTjJDFTREOcaI1KtB/MISgjIYQQ+nGSgCdFn+FLnyy6XVQnh+WpgzJMQZk+QxkJIYTQj5MELBD9Am0SdYlAmbQMG61yLeBtIoQQ+nGSmE/wBqWjEaM0eOFqlEnL9jFvEyGE0I8XAyWinqJJoiWiLxxvysCP+L8em4g0JTHnbsKXvSiCds1H2TZl0F5CCKEfpx+PHKX4MvybGUQbcU5TUS3RWtE7Tm77W8pDy7cSZayVAXsLnn+te9dQVKGoSAI5/XiR+/EaohtFW2Cs9k8sFQ0XdRU1EVWDmuDYCNEy6wvaLLobX1TrCNvaSrRBNCED9o7Gd8eATlEM6PTj9OM5R99QFltfyDR8WUHRmz4d52oeqyL+1qNlW5NBexcWcm2dQYBiQKcfpx/PDzo43sACNWi1k95E/UMdb76iQVNI+4jbuyYD9r4bcXsZ0Cmq8AM6/Tj9uLs27loYMlfUKAN51hc9hzx1lGQz2suATlEM6PRrtDd71LSaZ55HH0OmqC56wWrGqEF7GdApigGdfo32ZocbreaZBlnIv6HVjHE97WVAn/bhW6bNwR3N/kcebv75+ZoKd+RdTz7BdOjWZbsO6tHd9Oh3hrl03Fgz9b03Kqwchxx3zA7lOPjYo83RfU81Z1x5mbnl8Rk5CXK3Pf0vc8xZp5uW++1rdm7U0DRp0dzs16WTuXDM6Ar9bmz987PV5rqH7zWdf9vL7NF2H7Nz40Zm99a/MR2PPsIMvPV689DKZQzo9OP04443xF9HBf6SQt+Dztk7ULRbCtfphGt8i2aSqNvbXNTSUvMU39KiYm8kA/qQCX/ePmXk+pkPVXiAaFC6q6lSrarZq0M7V/7fWp5GzUrNXXOfrpBy1NqpjqlWvfr2cmiQqlt/l+3fTdeTjneDWYUETXmx6nPphe51K1epYn5zQAf3+of0PMY0aNrEPb7rHrub8fOeqdB79be3lpi2hx3iXr96jRqmbedDzWEn9HTLV6N2LVOpcmUz7qWnij2gF5tfCxO3lD1ER4hOFnUWNS40Pz4ZzmNaCucMwDmLU7zWDJw3IQ/sXeXEn6+43vFGQ7bPE3sjGdDbiVNusU9rU7teXdOtz4kZc/4zP15pLp90Z6CArrVP+9iD7ywzvX9/jnuftXaaTjmmr11h/jhlXKCA3rTlHnFryY2b7+aWZej9E9MqyyOrXzVX/21y0nTnDB+63fYJC579VbC/5M83mSpVq7jB/ZE1r6V9r0bPetjcu3xe0u9RnxMt19FnnWYeXvXKDp//44M33XzY5F50fi3VuKUBfEkcu38Wveh4/eZ578e1pu2vhZvKEP+XRN/DyFRGAbbBtTagjyLK9q6CjQOhQaKRsN3g7bB1xO2NZECfuPA5U6lSJdPnsovMEaeebKqVlJiHVi5PO5APuvMW02T35m6QDBPQ/aZdrSXrPZ646PlQgVybgBuWNnUDX9iArtImbi3HqUMGhQ7kfa8aYursXM+0P7xzwrQPvLnYlNSs6abV/5eX7uxrr3TLdPIlF4S+V9ois2+ng918/jz7sYRptfya7vBTfss+dPq1sHHrFtim5R0rOknUS3SR6BHR04Xix3vB0JdTOKc1jNMvZptoXIrXXO7kbj/dVOxdhYcmHuOQz80RtzeSAV0DuevMn/2vGfbIfe7/L7h5ZNqBXJvMjzztlEDNr+UFdL9/Xct06xMzUwvkt4xy861arZrbH68vLukEdLVLy3He9deGDuSavzajP/DGooTnaO1br6VpE6Wb+v4bbjN3/V2bpNwVMGrGg2afQw9yr6PN5iP+8UDSLoBGuzVz7+v9ry9kQKdfC2PvaUi7Et0LYckLPz4JhRyewjljcM4+jje0/ysntXVwR+aw+SIVexM9+Mcgn3sjbm/kAvrMT1aZXZo0dgc2+X/rAKc92+2bciC/5I6b3UCu/aq9zu9vpix9MaU+9PICuvbN6j376yvzUwrkGuhOvOj35q+vLkipDz1eQNcm7VYd93dtS9Ys7Uubo8/802C3G6Newwam37V//FUTdXnSGrATcDyDDmTUtONe/F/gQN7mkAPdVhkd9Bf0RUnHMeh1tDbPUe70ayHs1f3SP0Szeoc0r5kXftzvU+gaMH1V0afWm9F5OP+MFK7ZzcndIv+p2Jvowb8Q+QyOuL2RC+jXPDjFq3WOvm77MQ2Ceuz2Z/4TLJBLbVL7l2vV3cn8bvDF7qCpMIPiYgO61ggvn3iHG3i0JpkwkH/0ttuqoM3qO+2ysxtItQ8+zKA4fRHofGLv7dLxBVq71n/H/G9WoECuo+I1kGuNVsulfcuplENHses9mPzynKRpjxtwlpt25LS/JQ7k0//uBnLtd+/2u5MCvwD40vz1Osf2P5MBnX4tjL2HId1TGbhmXvjxL1HIJgHTn4L0f8DfulC/jv57JoVrNkUe6yJurz74urj/Lpa0u2EAyv6KqHbE7Y1cQNcamjah2kH4zheecB13z3P7JT2//7Cr3LTN9m6ZUo08XkCvUauW28R8wgXnus3sOj1L89Ygnay5/NTBl7hptaXhvtcWpDXKXb8PvbavmnVqu0HwgO7dzJX33JU0Dx3xrWXRKVxhp5Xtvf9+bh6J+s+3v4BdeL6b9k9/HV9uGn0R0TRqS7LAX57Uds1DX/gY0OnXQtj7B6S7JgPXzAs/vhWFDNrR/zjOaWgde8jx+tRbBsyjBNf8IeL2ljcaVMcN3OR4ixpE3d5IBXQNfBqodFqYBmZbGti0hqnz05MN3tJBYjq1S5ujdb609sWHCej+PdUpWtrsv/f+7U3foZcHGqCnzfEnD7rALbPWsPVlJNUaaKImdx1l7teazx11TdKmae2z18GF2tSurRb3LJ+bUjn8ZvTY0e3xpN+5pr35sWkJWzAuGnuDafabvdxpZfpyovPIU+l316Z6vY5ejwGdfi2Evf489f4ZuGZe+PFUHoRmuOkzYo73QB6jCjCgaxmHWtIH/gm8wGi3w14M6MHlj5BOJJ2fHnRhGm1690ektz7oAHe62oyP30m7Dz0VaY1Y+9A1KGs5tJn8T/fe7XYNpBPQ/fnX2vyvYw6C5PX3t192X0j05URfUg7t1cMNikEW7tEXAi2/dokkS6sLAmnae5a9FGhu+/BH73dfGNQWHfMwYMTVgbonxs+f7V5HxzQwoNOvMaBntqnmOqT92vFWz/H1Po7r4IMqBdbkXl5fU58U+lPY5A7H3nTPFqZug/rudLDJS+bsoDFPznRrchoQU81Xm3S1uVkDhgZp7U+uqIAeu5KZTg/zm+01cKUT0FXal652zfp0VeCy6EvNZXff7s4nd7snpJasYwMSnXPVfRO2z/VO1kKirSw6hiHV70hnH/Q4+0y3ZUVbE3RFvGSBXa+jz0WQvn02uReNXwtq72CkG1osTe7+OrjJBhdUQvDWeXiz42gl8ukZ4Jr+4IKFEbY32YPv4AVG89o5wvZGJqCP/ucjSftD/VpcmPnfbo1u3jPmuHP6BgrUmQ7otnRMgAZG7Q9PJ6DfPc8b5a1TxMKW5cZ/PerW1Dsc0TXpdDR9CdEpd3+Z82S56XSAmpYpyMtKuS0JK5aaftdc4bY8JBsI6c9D1yVyU3mpKbKAXmx+Lai93ZHusQxcMy/8+EQUckSSdP50hjHlfN4Rn08PcM1RSDs+wvYGefD97foaRdjeyAR0HeWs30OiOeL+ICjtA053ZbRcBvRUyhEvoOuUNe2f1gF3+n2cdvmgCimLrkjnN/EPfWCSO6XQrpn3Ou9sbyW59m3d6XrplklbEpKNmdC++Oat9nave2CPo341TkFH+N8gLy1FHtCLza8FtVc3a/lG9GPAboS89+M9UchlSdJNdcrmnpfHcvRtJHsQXkVePSJsb7IH/wTk816AfHJpbyQCug4y02ZWnVedbE63DnbTGqkdTLK1lnu2A3rQPnSnnPEEGly1xSHb34Ut7f/Xkel6fS2bBlO/2VuP6QYy2ldfkd+RXs9fy12lz4jffaN/61S9Ig/oxebXUrH3SqTVqW7107hmXvhxewm98pb70y9BlwqclySvQTD48gRp9nHKluCrHlF77QffXiJxIB6O+3D8Z/Q5ORG2NxIBXZtwdXpYkDW3df1zTRt0MZV0BuiddfUVOQ/op//xUtdeW9rMPHj87e7YglyUSVsIdIS69ncfeMyR2zdmOeni/8vpd6WtFloG3XFNuxB04xhtzdHuHC79WlR+LRV7q6LJ3e//vkF0IgLzWaLRomGF5McnJmkuvwyfn58kn3qOtw7wigRpZjm5X20nmb32gx+v5vSd4+2T2z3AtaJgbySa3Kn8lQ5I0+lw2r+uA/+4H3pe+vFC82tB7VV0sPbVVndC7OYsdxeSH9fRe5vxtnNonM91e7mWTvCpbZq2cpzPOjvR2IYumb0+sdsMtsS5QYmKvQzoVEZqxzoyXbd6HTH1AQb0/PPjhebXgtobW1tv63hrwWstXQfVNSxEPz4abyDvBjAwDJqnP71tJO1lQKfyT1dM/os7jU7HH9zx3H8Z0OnHaW9E0Q3uF6Lg2uxSLYN5a81+DvKe76S2kQvtZUCnKAZ0+jXamyLanPARDJiLpvZ0aeB4O7Jpnp+ISmkvAzpFMaDTr9He7NNetNZqxuiURl6dreYK/cL3o70M6BTFgE6/RnsrjqZWM4YOBtC121uncH4bxxsV+IvVXLEr7WVApygGdPo12pubvonrHW8UoT+8XxeO0YEB3WBoCaT/P8LxVtJ5xUr/LdKX0F4GdIpiQKdfo72575/QuXcbnCS7ZFnStLo8XhPay4BOUQzo9Gu0N1roiL9jYbDuxKMr7myF1uHYeKSpTnsJIYR+jfYSQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEJIQP4f0fiziXFU+scAAAAASUVORK5CYII=)
     + Un **árbol rojo-negro** es un [tipo abstracto de datos](https://es.wikipedia.org/wiki/Tipo_abstracto_de_datos). Concretamente, es un [árbol binario de búsqueda equilibrado](https://es.wikipedia.org/wiki/%C3%81rbol_binario_de_b%C3%BAsqueda_equilibrado), una [estructura de datos](https://es.wikipedia.org/wiki/Estructura_de_datos) utilizada en [informática](https://es.wikipedia.org/wiki/Inform%C3%A1tica) y [ciencias de la computación](https://es.wikipedia.org/wiki/Ciencias_de_la_computaci%C3%B3n). Es complejo, pero tiene un buen peor caso de [tiempo de ejecución](https://es.wikipedia.org/wiki/Tiempo_de_ejecuci%C3%B3n) para sus operaciones y es eficiente en la práctica. Puede buscar, insertar y borrar en un tiempo O(log n), donde **n** es el número de elementos del árbol. Un árbol rojo-negro es un árbol binario de búsqueda en el que cada nodo tiene un atributo de color cuyo valor es rojo o negro. En adelante, se dice que un nodo es rojo o negro haciendo referencia a dicho atributo. Además de los requisitos impuestos a los árboles binarios de búsqueda convencionales, se deben satisfacer las siguientes reglas para tener un árbol rojo-negro válido:
       - Todo nodo es o bien rojo o negro.
       - La raíz es negra.
       - Todas las hojas (NULL) son negras.
       - Todo nodo rojo debe tener dos nodos hijos negros.
       - Cada camino desde un nodo dado a sus hojas descendientes contiene el mismo número de nodos negros.
       - Estas reglas producen una regla crucial para los árboles rojo-negro: el camino más largo desde la raíz hasta una hoja no es más largo que dos veces el camino más corto desde la raíz a una hoja. El resultado es que dicho árbol está aproximadamente equilibrado.
       - Dado que las operaciones básicas como insertar, borrar y encontrar valores tienen un peor tiempo de ejecución proporcional a la altura del árbol, esta cota superior de la altura permite a los árboles rojo-negro ser eficientes en el peor caso, a diferencia de los árboles binarios de búsqueda.
   * Los **filtros de búsqueda** son una herramienta para perfeccionar la estrategia de búsqueda y están constituidos por una combinación de términos o descriptores y diseñadas para localizar tipos de estudios determinados. Estas estrategias prediseñadas se han de combinar con el término/s o descriptor/es de lo que deseamos buscar permitiéndonos una recuperación de la información con un alto grado de exactitud.
   * El concepto CRUD está estrechamente vinculado a la gestión de datos digitales. CRUD hace referencia a **un acrónimo** en el que se reúnen las primeras letras de las cuatro operaciones fundamentales de aplicaciones persistentes en sistemas de bases de datos:

* **C**reate (Crear registros)
* **R**ead bzw. **R**etrieve (Leer registros)
* **U**pdate (Actualizar registros)
* **D**elete bzw. **D**estroy (Borrar registros)

En pocas palabras, CRUD resume las funciones requeridas por un usuario para crear y gestionar datos. Varios procesos de gestión de datos están basados en CRUD, en los que **dichas operaciones están específicamente adaptadas a los requisitos del sistema y de usuario**, ya sea para la gestión de bases de datos o para el uso de aplicaciones.

* + Una **base de datos** es un conjunto de datos pertenecientes a un mismo contexto y almacenados sistemáticamente para su posterior uso. En este sentido; una biblioteca puede considerarse una base de datos compuesta en su mayoría por documentos y textos impresos en papel e indexados para su consulta. Actualmente, y debido al desarrollo tecnológico de campos como la informática y la electrónica, la mayoría de las bases de datos están en formato digital, siendo este un componente electrónico, por tanto, se ha desarrollado y se ofrece un amplio rango de soluciones al problema del almacenamiento de datos.

1. Búsqueda de Soluciones creativas

* **Generación base de datos**

1. Generar la cantidad de datos, mediante una página web, el cual concatena toda la información de usuario, la página es http://www.generatedata.com/?lang=es.
2. Generar la cantidad de datos requeridas, de diferentes páginas las cuales están en el documento, teniendo en cuenta la distinta información de los usuarios.
3. Tomar una base de datos ya realizada.
4. Que el usuario ingrese la información de varios usuarios.

* **Generación de las imágenes**

1. Buscar un api que permita enlazar una imagen a nuestro proyecto mediante la página tal: https://thispersondoesnotexist.com/image
2. Tomar una dirección URL de una imagen y agregarla como atributo del usuario.
3. Tener un data sets de imágenes de personas, para agregarlas a cada usuario.
4. Que el usuario agregue las imágenes manualmente.
5. Limitar la funcionalidad a solo datos del usuario, sin imagen.

* **Digitar Texto y búsqueda de usuario.**

1. Cada vez que el usuario digite un carácter, agregar los 20 o menos primeros usuarios a un arreglo que tengan ese carácter, y la cantidad de usuarios encontrados es mayor a 20, el arreglo se saldrá vacío y mostrar el arreglo en la pantalla, para mostrar una tabla que permite seleccionar el usuario a buscar para editar o eliminar sus datos, además de mostrar la cantidad de usuarios que coinciden con ese nombre, ejecutándose así en un segundo plano mediante un hilo, para que el programa no se quede en stop mientras se realiza la búsqueda.
2. Cada vez que el usuario digite un conjunto de caracteres, utilizando una cola se almacenen las coincidencias y se vaya actualizando cada vez que el usuario digite un carácter, además está de irse autocompletando el texto con los nombres o apellidos de la persona a buscar, estos guardados en una lista, para que al final al usuario le aparezca el que busque y pueda actualizar o eliminar la información de este.
3. Implementar una búsqueda sensitiva mediante (un contenedor en la interfaz el cual contenga opciones de los diferentes nombres, o apellidos de la persona a buscar) donde se filtren estos datos, estos aparecerán de acuerdo con el carácter escrito, las coincidencias a buscar se guardarán en una pila, mostrando los resultados en un table view, por orden alfabético.

* **Barra de progreso**

1. Realizar una barra de progreso mediante javafx, con el manejo de hilos, y diseño en scene builder.
2. Realizar un círculo de progreso el cual muestre en porcentaje el valor por el que va cargando.
3. No realizar barra de progreso, y mostrar en porcentaje lo que lleva hasta finalizar la operación de generación de datos.
4. omitir este punto.

* **Diseño de la interfaz**

1. Diseño de la interfaz en código fxml.
2. Uso de la librería gráfica de java, java Swing.
3. Uso de JavaFx, diseñando las interfaces mediante SceneBuilder.
4. Mostrar la funcionalidad del programa mediante la consola.

* **Agregar los usuarios**

1. Otra solución es cuando se generen los n usuarios, estos se guarden directamente en el árbol AVL, siendo nodos de este.
2. Una solución a la hora de agregar usuarios puede ser que cuando se generen una cantidad de usuarios, estos se guarden directamente en una lista, la cual al darle la opción de guardar estos migren al árbol, haciendo esto en segundo plano.
3. Otra solución seria que los guarde en una lista y al guardarlos en esta pasen al árbol rojo y negro, mediante uso de hilos.

4.Transición de las Ideas a los Diseños Preliminares

* **Generación de base de datos:**

Alternativa 1: Esta idea es viable, pero el programa que utilizaremos allí limita la generación de usuarios como hasta 1000, lo cual tocaría generarlos muchas veces y unir estos archivos, para ya luego programar y que se generan n cantidad de registros.

Alternativa 2: Esta idea es una de las más completas, y tendríamos que desarrollar un método para cada característica para unirlas a cada usuario, tal como la fecha de cumpleaños, la nacionalidad y demás características, en consecuencia, obtendremos una base de datos gigante cumpliendo con los requerimientos, esta generación de usuarios se puede ejecutar en segundo plano, para mejorar su tiempo de ejecución.

Alternativa 3: Es otra idea que se puede desarrollar fácilmente, pero las que encontramos la cantidad de los registros era muy limitada.

Alternativa 4: es una de las formas de desarrollar nuestra base de datos, pero se demoraría mucho tiempo a la hora de tener casi mil millones de registros como lo piden en los requerimientos, por lo cual la descartaríamos.

* **Generación de la imagen**

Alternativa 1: Es una solución viable, que cumple con todos los requerimientos, realizando una petición https para obtener la imagen cada vez que se busca, obteniendo que los usuarios tendrían una imagen mediante el enlace de la página dada anteriormente, lo cual permitiría que los usuarios salgan diferentes, además cuando se crea un usuario este se le asigna imagen automáticamente.

Alternativa 2: Realizar una petición cada vez que se genere un usuario en la base de datos, la cual se cargaría con el resto de las características, utilizando la librería de java.awt la cual hay un método el cual se le puede pasar la dirección como una url, podría ser una solución viable, pero no conocemos mucho el manejo de esta.

Alternativa 3: Cargaremos un dataset de imágenes el cual lo conectaremos con los usuarios a generar en la base de datos, pero la desventaja sería que algunas imágenes saldrían repetidas.

Alternativa 4: Es una idea que descartaríamos, porque está solución viene incluida directamente en la alternativa 1, cuando se agregan los usuarios manualmente, además si vamos a poner una imagen para n usuarios, tomaría mucho tiempo para el usuario.

5.Es una alternativa la cual pensamos, si vemos un problema de tiempo, al implementarlo.

**Digitar texto**

1. Esta opción nos parece muy viable, y la verdad eficaz ya que, a la hora de correr el programa, el cual va a tener muchos datos, es necesario que esto se corra en segundo plano, para así poder realizar otras búsquedas, y la idea que se plantea es mediante el método divide y vencerás, ir partiendo los arreglos, hasta llegar a las coincidencias más acertadas. Además de tener un contador que cuenta las coincidencias encontradas, cada búsqueda se realizara en un árbol avl, por código, por nombre, por apellido y nombre completo, todo esto con el fin de optimizar la búsqueda de los datos.
2. La idea es viable, algo menos compleja, pero a la hora de buscar un usuario en millones de datos, el programa puede tender a presentar fallas y podríamos tener fallas a la hora de conectarlo con el table view.
3. Es una solución la cual puede ser viable, mediante la filtración de los datos por el criterio, mostrando los datos ordenados por orden alfabético, lo cual generaría un problema ya que no mostraría las coincidencias correctas, solo mostraría una tabla con los datos ordenados correctamente.

**Barra de progreso:**

1. Es una idea que, al evaluarla, funciona bien con los requerimientos y demás, que es eficiente a la hora de ir mostrando El Progreso de la generación de datos, haciendo que no se quede en stop el programa, la barra de progreso se realizaría mediante scene builder, la opción de la librería javaFX.
2. Es una idea que no consideramos viable, ya que lo nos piden es una barra de progreso la cual está ligada al tiempo de generación de los usuarios.
3. Es algo que nos indicaría el progreso de la generación de los usuarios, pero no cumpliría con los requerimientos ya que nos piden una barra de progreso.

**Diseño de la interfaz**

1. Diseñar las interfaces en fxml es algo largo, y tedioso, además debemos aprender algo del lenguaje para realizarlo.
2. Diseñar las interfaces con la opción de la librería de Java swing, es una idea viable, brindaría una opción a la hora de cargar las imágenes, siendo esto una ventaja para los requerimientos.
3. Es la opción más viable, ya que scene builder nos ayuda mucho en cuanto al diseño y demás, la cantidad de componentes a usar, lo cual nos facilita mucho a la hora de programar y tanto para la usabilidad del usuario, y el manejo de todas las cosas que nos piden.
4. Es una opción que descartaríamos porque al mostrarlo en consola, puede mostrar algunas funcionalidades, pero no todas entre ellas la búsqueda sensitiva.

**Agregar los usuarios**

* + - 1. Es la solución óptima, ya que al implementar el árbol avl, heredado de árbol binario este cuenta con sus pruebas de búsqueda, inserción.

2. Es una solución viable, pero esta no cumpliría con los criterios de la rúbrica, aunque puede ser más optima en tiempo de ejecución, pero no cumple con los requerimientos.

3. El arbol rojo y negro, nos brinda una solución optima para este problema de la generación de la base de datos, pero conocemos poco de este lo cual es una desventaja a la ahora de implementarlo.

1. Evaluación de alternativas y escogencia de la mejor solución.

Escala de 1 a 5

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Alternativa | FACTIBLE | EFICIENTE | USO Y MANEJO | CONOCIMIENTO DEL TEMA | COMPLEJIDAD | INTEGRAL | Total/Validada |
| **Generación de la base de datos** |  |  |  |  |  |  |  |
| Alternativa 1 | 3 | 5 | 3 | 4 | 5 | 2 | 22 |
| Alternativa 2 | 4 | 3 | 4 | 4 | 4 | 5 | 24 Validada |
| **Generación de la imagen** |  |  |  |  |  |  |  |
| Alternativa 1 | 4 | 3 | 4 | 5 | 4 | 3 | 23  Validada |
| Alternativa 2 | 4 | 4 | 5 | 2 | 3 | 2 | 20 |
| Alternativa 3 | 4 | 2 | 4 | 4 | 3 | 3 | 20 |
| **Digitar Texto y busqueda** |  |  |  |  |  |  |  |
| Alternativa 1 | 5 | 5 | 4 | 3 | 5 | 5 | 27  Validada |
| Alternativa 2 | 3 | 2 | 2 | 4 | 5 | 4 | 20 |
| **Barra de Progreso** |  |  |  |  |  |  |  |
| Alternativa 1 | 4 | 5 | 5 | 4 | 3 | 5 | 26  Validada |
| Alternativa 2 | 3 | 3 | 5 | 4 | 4 | 3 | 22 |
| Alternativa 3 | 2 | 3 | 4 | 4 | 1 | 3 | 17 |
| **Diseño de la interfaz** |  |  |  |  |  |  |  |
| Alternativa 1 | 2 | 2 | 2 | 1 | 5 | 3 | 15 |
| Alternativa 2 | 3 | 3 | 2 | 3 | 4 | 3 | 18 |
| Alternativa 3 | 5 | 5 | 4 | 5 | 3 | 5 | 27 Validada |

Para seleccionar las ideas mas viables, se tuvieron en cuenta factores como si era viable y complejo de realizar, si el uso de esta solución era eficiente, además del uso y el manejo del tema, por otro lado, también la complejidad que este requiere, y si esta solución era integral, abarcando los requerimientos.

La generación de la base de datos se escogió la solución donde tendríamos que desarrollar un método para cada característica para unirlas a cada usuario, tal como la fecha de cumpleaños, la nacionalidad y demás características, en consecuencia, obtendremos una base de datos gigante cumpliendo con los requerimientos, esta generación de usuarios se puede ejecutar en segundo plano, para mejorar su tiempo de ejecución.

Por otro lado, para la generación de la imagen como bonus, es realizando una petición https para obtener la imagen cada vez que se busca, obteniendo así está en la interfaz.

Otro lado importante que se vio para desarrollar esta solución sobre la búsqueda y el digitar es basada en arreglos, ordenarlos y buscarlos mediante la tabla, lo cual cumpliría con el requerimiento que nos piden, esta se realizaría en segundo plano.

En adición, la barra de progreso la podemos hacer mediante scenebuilder, y el uso de hilos, y por último el diseño de la interfaz mediante scenebuilder el cual brinda una usabilidad al usuario más usado.

**Diseño de los casos de prueba**

Escenario de pruebas

|  |  |  |
| --- | --- | --- |
| Nombre | clase | Escenario |
| Setup 1 | TestAVLTree | “ ARBOL VACIO ” |

|  |  |  |
| --- | --- | --- |
| Nombre | clase | Escenario |
| Setup 2 | TestAVLTree | 1,”1234” |

|  |  |  |
| --- | --- | --- |
| Nombre | clase | Escenario |
| Setup 3 | TestAVLTree | “1,2”, “1” |

|  |  |  |
| --- | --- | --- |
| Nombre | clase | Escenario |
| Setup 4 | TestAVLTree | 1, “01”- 2,”02”- 5, “05” |

Diseño de casos de pruebas ArbolAVL

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Añadir correctamente un nodo en el árbol. | | | |
| Clase | método | escenario | entrada | resultado |
| AVLTree | insert | Agregar un nodo en el árbol.  Setup1 | 1,”1234” | El nodo se inserta correctamente en el árbol vacío. |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Agregar un elemento duplicado al árbol | | | |
| Clase | método | escenario | entrada | resultado |
| AVLTree | insert | Setup2 | 1, “1234” | Mensaje de error, que el elemento no se puede agregar. |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Agregar un elemento que no corresponde al árbol | | | |
| Clase | método | escenario | entrada | resultado |
| AVLTree | Insert | Setup3 | “1,2”,”1” | El elemento para insertar no corresponde al formato establecido. |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Añadir correctamente un nodo en el árbol por la derecha. | | | |
| Clase | método | escenario | entrada | resultado |
| AVLTree | insert | Setup 4 | 7,“07” | El nodo se inserta correctamente en el árbol por la derecha quedando balanceado. |
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|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Añadir correctamente un nodo en el árbol por la izquierda. | | | |
| Clase | método | escenario | entrada | resultado |
| AVLTree | insert | Setup 4 | 2,“02” | El nodo se inserta correctamente en el árbol por la izquierda quedando balanceado. |
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Escenarios de pruebas unitarias método buscar

|  |  |  |
| --- | --- | --- |
| Nombre | clase | Escenario |
| Setup 1 | TestAVLTree | 1,“01”  2,“02”  3,“03”  4,“04” |

|  |  |  |
| --- | --- | --- |
| Nombre | clase | Escenario |
| Setup 2 | TestAVLTree | 1,“01”  2,“02”  4,“04” |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Buscar el nodo indicado en arbolAVL | | | |
| Clase | método | escenario | entrada | resultado |
| AVLTree | search | Setup1 | 3,“03” | TRUE. |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Buscar el nodo que no existe en el arbolAVL. | | | |
| Clase | método | escenario | entrada | resultado |
| AVLTree | search | Setup2 | 3,“03” | La prueba falla, el resultado sería FALSE |

Eliminar

Estado inicial del árbol

|  |  |  |
| --- | --- | --- |
| Nombre | clase | Escenario |
| Setup 1 | TestAVLTree | 1,“01”  2,“02”  3,“03”  4,“04”  5,”05” |

Eliminar el nodo 1 del árbol
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|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Eliminar el nodo izquierdo del árbol | | | |
| Clase | método | escenario | entrada | resultado |
| AVLTree | deleteTest1 | Setup1 | 1,“01” | TRUE |
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|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Eliminar el ultimo nodo derecho del árbol | | | |
| Clase | método | escenario | entrada | resultado |
| AVLTree | deleteTest2 | Setup1 | 5,“05” | TRUE |

Eliminar la raíz

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Eliminar la raíz del árbol | | | |
| Clase | método | escenario | entrada | resultado |
| AVLTree | deleteTest3 | Setup1 | 1,”001” | TRUE |

Eliminar si solo tiene un hijo

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Eliminar si el nodo solo tiene un solo hijo | | | |
| Clase | método | escenario | entrada | resultado |
| AVLTree | deleteTest4 | Setup1 | 3,“03” | TRUE |

Eliminar si tiene dos hijos

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Eliminar si el nodo tiene dos hijos | | | |
| Clase | método | escenario | entrada | resultado |
| AVLTree | deleteTest5 | Setup1 | 4,”004” | TRUE |

Diseño de casos de pruebas del modelo

Agregar un usuario

* Cuando no hay usuarios en la BD

Resultado: Se agrega correctamente

* Cuando ya hay usuarios en la BD

Resultado: se agrega junto las que ya están

* Cuando el usuario a agregar no tiene bien todas las características
* Cuando el usuario agregado, este duplicado

Buscar un usuario

* Cuando el elemento a buscar coincide
* Cuando el elemento a buscar no coincide
* Cuando no haya usuarios en la base de datos

Eliminar un usuario

* Cuando se elimina correctamente
* Cuando no hay un usuario a eliminar

Actualizar un usuario

* Cuando toca cambiar una característica del usuario registrado en la BD

ESCENARIOS

|  |  |  |
| --- | --- | --- |
| Nombre | clase | Escenario |
| Setup 1 | TestBD | No hay usuarios |

|  |  |  |
| --- | --- | --- |
| Nombre | clase | Escenario |
| Setup 2 | TestBD | User1= {“0001”,”Sebastian”,”Morales”, “Male”,1.65,”Colombia”, 07/2/2001, “https: miimage.com”}  User2=  {“0002”,”Cristian”,”Morales”, “Male”,1.75,”Colombia”, 04/3/1999, “https: miimage.com”}  User3=  {“0003”,” Santiago”, “Hurtado ”, “Male”,1.80,”Brazil”, 04/3/1998, “https: miimage.com”} |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Agregar un usuario cuando no hay usuarios en el sistema | | | |
| Clase | método | escenario | entrada | resultado |
| bdTest | addUserTest | Setup1 | “0001”,” Sebastian”, “Morales”, “Male”,1.65,”Colombia”, 07/2/2001, “https: miimage.com” | Usuario agregado correctamente |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Agregar un usuario cuando hay usuarios en el sistema | | | |
| Clase | método | escenario | entrada | resultado |
| bdTest | addUserTest2 | Setup2 | “0001”,”Andres”,”aristi”, “Male”,1.70,”Colombia”, 07/18/1980, “https: miimage.com” | Usuario agregado correctamente en el sistema |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Verificar la información de un usuario cuando se va a agregar el usuario al sistema | | | |
| Clase | método | escenario | entrada | resultado |
| bdTest | addUserTest3 | Setup2 | “0001”, 11122,”aristi”, “Male”,”170”,”Colombia”, 07/18/1980, “https: miimage.com”  Nombre incorrecto  Y estatura | El Usuario no fue agregado correctamente en el sistema |

**BUSCAR UN USUARIO**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Buscar un usuario por código en el sistema | | | |
| Clase | método | escenario | entrada | resultado |
| bdTest | searchUserTest2 | Setup2 | “0001” | User1= {“0001”,”Sebastian”,”Morales”, “Male”,1.65,”Colombia”, 07/2/2001, “https: miimage.com”}    True |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Buscar un usuario por nombre en el sistema | | | |
| Clase | método | escenario | entrada | resultado |
| bdTest | searchUserTest2 | Setup2 | “Sebastian” | User1= {“0001”,”Sebastian”,”Morales”, “Male”,1.65,”Colombia”, 07/2/2001, “https: miimage.com”}  True |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Buscar un usuario por apellido en el sistema | | | |
| Clase | método | escenario | entrada | resultado |
| bdTest | searchUserTest3 | Setup2 | “Hurtado” | User3=  {“0003”,”Santiago”,”Hurtado ”, “Male”,1.80,”Brazil”, 04/3/1998, “https: miimage.com”} |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Objetivo de la prueba | Buscar un usuario cuando no existan usuarios en el sistema | | | | |
| Clase | método | escenario | entrada | resultado |
| bdTest | searchUserTest4 | Setup1 | 0002 | No existen usuarios en la base de datos |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Buscar un usuario cuando los elementos a buscar no coindicen | | | |
| Clase | método | escenario | entrada | resultado |
| bdTest | searchUserTest5 | Setup2 | “0010” | El usuario no esta registrado en el sistema |

**ELIMINAR UN USUARIO**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Eliminar un usuario cuando no existen usuarios en el sistema | | | |
| Clase | método | escenario | entrada | resultado |
| bdTest | DeleteUserTest | Setup1 | “0001” | No hay usuarios en el sistema por lo tanto no se puede eliminar |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Eliminar un usuario por código cuando existen usuarios en el sistema | | | |
| Clase | método | escenario | entrada | resultado |
| bdTest | DeleteUserTest2 | Setup2 | “0001” | True  Usuario eliminado correctamente |

**ACTUALIZAR USUARIO**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Actualizar el nombre de un usuario | | | |
| Clase | método | escenario | entrada | resultado |
| bdTest | UpdateUser | Setup2 | NOMBRE=” JUAN” | “0001”,”juan”,”Morales”, “Male”,1.65,”Colombia”, 07/2/2001, “https: miimage.com” |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Actualizar dos características de un usuario | | | |
| Clase | método | escenario | entrada | resultado |
| bdTest | UpdateUser2 | Setup2 | NOMBRE=” JUAN”  Estatura = 1,70 | “0001”,”juan”,”Morales”, “Male”,1.70,”Colombia”, 07/2/2001, “https: miimage.com” |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Objetivo de la prueba | Actualizar información de un usuario con características incorrectas | | | |
| Clase | método | escenario | entrada | resultado |
| bdTest | UpdateUser2 | Setup2 | NOMBRE=92029  Estatura = 1,70 | No se puede actualizar información del usuario datos no validos. |
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